**Introduction to Selenium**

**Selenium** is a powerful and widely-used open-source framework for automating web browsers. It allows developers and testers to write scripts that interact with web applications, simulate user actions, and verify outcomes. Selenium supports multiple programming languages such as **Java**, **Python**, **C#**, **Ruby**, and **JavaScript** and can be integrated with many popular tools and frameworks in the software development lifecycle.

**Key Components of Selenium:**

1. **Selenium WebDriver**:
   * The core component of Selenium.
   * WebDriver is used to automate interactions with web browsers.
   * It communicates directly with the browser, allowing more accurate and faster automation.
   * Each browser (Chrome, Firefox, Edge, Safari, etc.) has its own WebDriver implementation, such as **ChromeDriver** for Chrome, **GeckoDriver** for Firefox, etc.
2. **Selenium IDE**:
   * A simple tool to create quick and easy automation scripts without programming.
   * It is a browser extension (for Firefox and Chrome) that records user interactions with a web application and generates corresponding automation scripts.
   * Ideal for beginners or testers who do not have extensive programming knowledge.
3. **Selenium Grid**:
   * Used for running tests on multiple machines and browsers simultaneously.
   * It enables parallel execution of tests across different environments.
   * Selenium Grid is helpful for cross-browser testing and running large-scale test suites efficiently.
4. **Selenium RC (Remote Control)**:
   * Selenium RC was the initial version of Selenium that allowed testers to write test scripts in any programming language and automate browser interactions.
   * However, Selenium RC has been deprecated in favor of Selenium WebDriver, which provides a more modern and flexible API.

**Key Features of Selenium:**

* **Cross-browser Compatibility**: Selenium WebDriver supports multiple browsers like Chrome, Firefox, Safari, Edge, and Opera, making it ideal for cross-browser testing.
* **Language Support**: Selenium supports multiple programming languages including **Java**, **Python**, **C#**, **JavaScript**, and **Ruby**. This flexibility allows testers to write scripts in their preferred language.
* **Platform Independence**: Selenium can run on different operating systems like **Windows**, **macOS**, and **Linux**.
* **Integration with CI/CD tools**: Selenium integrates easily with Continuous Integration and Continuous Delivery tools like **Jenkins**, **Maven**, **Docker**, and **GitLab** for automating and managing test processes.
* **Open Source**: Being open source, Selenium has a large community, continuous updates, and many supporting tools.
* **Parallel Execution**: Selenium Grid allows running multiple tests in parallel, saving time and resources.

**Install Java (JDK)**

**Step 1: Download the JDK**

1. Go to the official Oracle JDK download page:  
   [Oracle JDK Downloads](https://www.oracle.com/java/technologies/javase-jdk14-downloads.html)  
   Alternatively, you can download **OpenJDK** from:  
   [OpenJDK Downloads](https://jdk.java.net/)
2. Choose the appropriate version (e.g., JDK 11 or JDK 17, depending on your needs) and download the **Windows Installer** (.exe).

**Step 2: Install JDK**

1. Run the installer you downloaded.
2. Follow the on-screen instructions to complete the installation.

**Step 3: Set Up Environment Variables for Java**

1. **Open the Start menu** → **Search for "Environment Variables"** → Click on **"Edit the system environment variables"**.
2. In the System Properties window, click on **"Environment Variables..."**.
3. Under **System Variables**, find and select the Path variable, then click **Edit**.
4. Click **New** and add the path to your JDK’s bin directory (e.g., C:\Program Files\Java\jdk-17\bin).
5. Click **OK** to close the dialog boxes.

**Step 4: Verify the Java Installation**

1. Open **Command Prompt** (Win + R → type cmd → press Enter).
2. Type java -version and press Enter. You should see the installed JDK version.

**Install Maven**

**Step 1: Download Maven**

1. Go to the official Maven download page:  
   [Apache Maven Downloads](https://maven.apache.org/download.cgi)
2. Download the **binary zip archive** (apache-maven-x.x.x-bin.zip).

**Step 2: Install Maven**

1. Extract the downloaded zip archive to a preferred location on your system (e.g., C:\Program Files\Maven).

**Step 3: Set Up Environment Variables for Maven**

1. Go back to **Environment Variables** (like in the Java installation steps).
2. Under **System Variables**, click **New** to add a new variable:
   * **Variable name**: MAVEN\_HOME
   * **Variable value**: Path to where you extracted Maven (e.g., C:\Program Files\Maven\apache-maven-x.x.x).
3. Edit the **Path** variable under **System Variables**:
   * Click **New** and add the following:  
     C:\Program Files\Maven\apache-maven-x.x.x\bin
4. Click **OK** to close the dialog boxes.

**Step 4: Verify the Maven Installation**

1. Open **Command Prompt**.
2. Type mvn -version and press Enter. You should see the installed Maven version, Java version, and other environment details.

**Download IntelliJ IDEA**

1. Go to the official JetBrains IntelliJ IDEA download page:  
   [IntelliJ IDEA Downloads](https://www.jetbrains.com/idea/download/)
2. You’ll have two options:
   * **Ultimate Edition** (Paid, with a free trial): Includes advanced tools and features for enterprise development.
   * **Community Edition** (Free): Includes core features suitable for Java and other basic languages.

Select **Community Edition** (unless you need features from the Ultimate Edition).

1. Click **Download** and wait for the installer (.exe file) to download.

**2. Install IntelliJ IDEA**

1. **Run the installer** you downloaded.
2. **Follow the installation wizard**:
   * Select the installation location (you can use the default or change it).
   * Choose the components you want to install. Usually, you should select:
     + **64-bit launcher** (if you have a 64-bit system).
     + **Add "Open Folder as Project"** (so you can open folders as projects directly from the context menu).
     + **.java and .class file associations** (to associate IntelliJ with Java file types).
3. Once you have selected the options, click **Next**, and then click **Install** to begin the installation.
4. After the installation completes, you can choose to **Run IntelliJ IDEA** and click **Finish**.

**Locating techniques**

**1. By ID**

WebElement searchBox = driver.findElement(By.id("searchInput"));

searchBox.sendKeys("Selenium");

* **Best for**: Locating elements by unique ID.
* **Example**: Locate a search box with id="searchInput" and type "Selenium".
* **Performance**: Fastest when ID is unique.

**2. By Name**

WebElement emailField = driver.findElement(By.name("email"));

emailField.sendKeys("example@mail.com");

* **Best for**: Elements with a name attribute, commonly form inputs.
* **Example**: Find a field with name="email" and enter an email.

**3. By Class Name**

WebElement button = driver.findElement(By.className("submit-btn"));

button.click();

* **Best for**: Finding elements by class attribute.
* **Example**: Find a button with class="submit-btn" and click it.
* **Caution**: If multiple elements share the same class, the first one will be selected.

**4. By Tag Name**

List<WebElement> links = driver.findElements(By.tagName("a"));

System.out.println("Number of links: " + links.size());

* **Best for**: Selecting elements by their HTML tag.
* **Example**: Find all anchor (<a>) elements on the page and count the links.

**5. By Link Text**

WebElement aboutLink = driver.findElement(By.linkText("About Us"));

aboutLink.click();

* **Best for**: Locating links by their exact text.
* **Example**: Click a link with exact text "About Us".

**6. By Partial Link Text**
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WebElement contactLink = driver.findElement(By.partialLinkText("Contact"));

contactLink.click();

* **Best for**: Locating links by part of the text.
* **Example**: Click a link that contains "Contact" in its text (e.g., "Contact Us").

**7. By CSS Selector**

WebElement element = driver.findElement(By.cssSelector("input[type='text']"));

element.sendKeys("CSS Selector Example");

* **Best for**: Locating elements using CSS syntax.
* **Example**: Find an input field by type="text" and enter text.
* **Powerful**: Supports ID, class, attribute, and hierarchical selection.

**8. By XPath**

WebElement element = driver.findElement(By.xpath("//div[@id='main']/input[@type='submit']"));

element.click();

* **Best for**: Locating elements in complex DOM structures.
* **Example**: Find a submit button inside a div with id="main" and click it.
* **Powerful**: Can locate elements by attributes, position, and more.